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Abstract— Component- based software development is aimed for developing new software speedily by 
using minimum resources but outcome the maximum worth. Various components are integrated all 
together to form the successful software product therefore the quality of new software product completely 
depends upon these integrated components. To ensure the best quality of overall product, testing of each 
and every component is highly essential. But problems arise during testing when tester has limited access 
to the components. This paper discusses the importance of component testing and different problems 
during testing of such products. Some important strategies are also discussed in this paper and a 
contemporary layout for Component- based software testing is proposed.  
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I. INTRODUCTION 

By reusing already build components, new application software can be developed by component based 
software engineering using third party components and in house built components. The reusable components are 
integrated to implement a new application [1, and 2]. So the integration process of the components is very 
important in component based development and the quality of new developed application depends upon the 
quality of the components that are used in it.  

Component Based Software Testing application is used to reduce the complexity in software 
implementation. It reduces the delivery time of the product and increases the software productivity [3, 4, and 5].  

From the last some decades, demand for high quality software has increased drastically by the customers and 
end users, and they want their software product to be developed and deployed within time. Also each and every 
organization wants to have it’s our software product within the specified budget. These are some of the reasons 
that make software developers to think about the component based software development to save time and cost by 
using already build components [6, 7, and 8]. 
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But problem may arise during the testing of such component based product because this type of new product 
is developed by integrating existing and also newly developed components that were made or used in any other 
product. These components may not work for certain requirements in the future means these were customized 
for other application and now these are deployed in another context and deployed in another context in new 
software product [9]. Author in [14] divided the process of component-based software engineering into five 
phases. Some software development approaches have therefore emerged to analyze the reliability of component 
based applications. These techniques mainly fall into two categories [10, 11, and 12]. 

• System Level: System level is very reliable, estimated for the software application as complete. 
• Component Level: Reliability of the individual component and their interconnection mechanism can be 

estimated by reliability of individual program. 
II. PROPOSED TESTING METHODOLOGY 

The Component-Based Software Testing is divided into three phases; Component Unit Testing, Component 
Deployment in the Real Environment as a Unit, and Component Deployment in Real Environment with other 
Components. 
A. Component Unit Testing 

The smallest test unit is the component and this testing is performed by the component developer. The 
component is initially tested in isolation to detect the errors in core functionality of a particular component. The 
tester may test the component by any method; white-box testing or black-box testing. This phase of testing does 
not address the functional correspondence of the tested component behavior to the environment in which it will 
be assembled later. 
B. Component Deployment in Real Environment as a Unit 

Unit testing cannot confirm the reliable behavior of the components in the new environment; hence testing 
by the component user is the next phase of testing and is essential to accomplish an acceptable reliability level. 
This phase of testing is concerned about the functionality of the component when it is incorporated in a 
particular environment. It is a type of integration testing and performed by the component user. The goal of this 
phase is the validation of the implementation of the component that will constitute the end product or system. 
The user checks whether the component correctly interact with the environment. To achieve this goal, the user 
monitors the interactions among the actual implementations of the architectural components during the 
execution of some test cases. 
C. Component Deployment in Real Environment with Other Components 

Council [13] termed testing by the component user during its implementation in the real environment 
Second Party Testing. In the previous phase we test the individual components in the real environment whereas 
this phase is concerned about the situation when multiple components work together to provide the system 
functionality. This phase can be further divided into two sub-phases; first sub-phase deals with the components 
interaction with other components and also the environment and the second sub-phase concerned about the 
testing of whole system.  

In the first sub-phase, the components user test the interaction of the components as expected in the real 
environment. It is worth noting that the bugs found by the component user during this phase are not in general 
found during previous phases.  

In the second sub-phase, the component user performs the testing of the system as a whole when all the 
components are integrated and the entire system is ready to run. The component user tests the load and 
performance testing. This phase does not require white-box testing, rather, components are tested in the system 
context to assess the performance of the whole system as a black box. 
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Figure 2: Component-Based Testing Methodology 

III. PERFORMIG TESTING 

Each phase of testing process consists of six stages; understanding the goal of the phase, understand the data 
involved, preparing the test plan, execute the test cases, evaluate the test results, and finally preparing the test 
reports. Only the first stage of every phase is different. 
A. Understading the Goal of the Phase 

The goal of the first phase is to study the components individually. This step produces an overall outline 
describing the details of available component(s). Component-study also involves the selection of components 
from the repository along with their details. The main goal of this phase is to take into account the essential 
aspects of the component-testing strategy, resource utilization along with risks and priorities. This step also 
defines the number of test cases involved, their durations as well as test completion criteria, risk areas and 
allocated resources. The actual implementation of the design provides the information necessary to construct the 
structural test cases. The language used is an important factor in the quality of the implementation because some 
types of faults are made impossible by the language and new sets of faults are introduced. For example, the 
infamous pointer errors are quite different between C++ and Java. The environment used to produce the code 
can also be useful in testing.  

The goal of second phase is to test the functionality of the component when it is deployed in real 
environment. The actual deployment of the component provides the information necessary to construct the 
interaction test cases. The component may interact with its environment interact either directly or indirectly 
through the objects that implement the component’s attributes. 

The last phase of testing is to study the component’s interaction with its environment and other components. 
Goal of this phase is not only restricted to test components, rather testing the system as a whole. Based on the 
goal of each phase, next phases are processed. 
B. Understading the Data Involved 

Many components will interact with external databases as the source of their data. The definitions of the records 
to store in the database used for testing come directly from the input data permutation tables. A number of 
separate databases will usually be constructed so that the number of different test conditions that a single database 
must support is limited. This is particularly important when one test condition, perhaps the presence of a record 
for a specific person, contradicts another condition, the absence of that person’s record. 
C. Prepare the Test Plan 

This plan will provide information such as the expected levels of specification and code coverage. These 
values will be used to determine how many test cases to construct. The Planning phase of the component testing 
method includes an analysis of the component under test (CUT) to produce the test requirements. This analysis 
can begin as soon as the component’s specification is available and continues after the final implementation is 
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available. The inputs to this phase include specification of the component with pre and post-conditions for each 
method, the state-transition model for the entire component and the set of object interaction diagrams that 
constitute the component’s functional model. The outputs are test case and test data specifications that have 
been selected to provide specific levels of product coverage. 

 

Figure 3: Testing Process 

D. Execute the Test Cases 

The Execution and Evaluation phase of the component-level testing method includes activities such as 
applying the test cases to the component under test. Approaches to evaluating the results from the test cases are 
also included. The inputs to this phase include the plans and infrastructure created in the previous phases. The 
outputs from this phase include test results to be fed back to the developers as well as information needed to 
improve the test coverage during the next iteration. 
E. Evaluate the Results 

The test software should support the automatic validation of as many of the test results as possible. The 
anticipated results can be hard coded in the test case when a specific answer is expected. For test situations 
where numerous transactions are run against a database, sometimes in different orders, the environment is too 
complex to determine an exact answer. In this case the test results are evaluated by comparison by executing 
independent queries directly to the database. 
F. Preparing the Reports 

A checklist enhances quality by ensuring that steps or criteria are not omitted. Table 4 shows a portion of 
one checklist from a test plan that is testing the GUI portion of each use case for a system. The checklists used 
in testing a set of components should cover the important non-performance issues for a system. 
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IV. CONCLUSION 

In case of Component-Based Software development there can be many choices possible from amongst the 
components for a particular situation. Not all of these possible choices can appropriately fit into the system 
guaranteeing perfect integration with full functionality and performance. Such a situation calls for testing of 
multiple components at the time for ensuring their fitness for functionality and performance requirements. In this 
paper the importance of component testing and different problems during testing of such products has been 
discussed. Some important strategies are also discussed and a contemporary layout for Component- based 
software testing is proposed considering access limitations to the component. Still lot of work needs to be done in 
component – based software testing area. Some suggestions are also given which can lead to better testing to 
deliver a quality component - based software product. 
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